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Abstract—Fused filament fabrication (FFF) is gaining traction for rapid prototyping and custom fabrication. Existing toolpath generation methods for FFF printers take as input a three-dimensional model of the target object and construct a layered toolpath that will fabricate the object in 2D slices of a chosen thickness. While this approach is computationally straightforward, it can produce toolpaths that can contain significant, yet unnecessary, extrusionless travel.

In this paper we propose a novel 3D toolpath generation paradigm that leverages local feature independence in the target object. In contrast to existing FFF slicing methods which print an object layer by layer, our algorithm provides a means to print local features of an object without being constrained to a single layer. The key benefit of our approach is a tremendous reduction in “extrusionless travel,” in which the printer must move between features without performing any extrusion. We show on a benchmark of 409 objects that our method can yield substantial savings in extrusionless travel, 34% on average, that can directly translate to a reduction in total manufacturing time.

I. INTRODUCTION

The rise of additive manufacturing has given users unprecedented freedom and flexibility in manufacturing objects of arbitrary geometry. In general, the part is created by a computational determination of a tool path which is executed by the machine. Fused filament fabrication (FFF), a widely used form of additive manufacturing builds a model incrementally by depositing substrate that becomes fused to other, already extruded substrate. Fused filament fabrication allows more flexibility in choice of material than other methods of additive manufacturing but sacrifices speed in doing so. A major limitation of this approach is the large amount of machining time (hours to days) that is required to print complex parts. When printing models with multiple distinct parts, the printer typically spends a large fraction of its time traveling between extrusions. The standard tool path generation process exacerbates the problem since the printer must complete all instructions on a given layer before moving on to the next.

We propose an algorithm to minimize the wasted motion of an FFF tool path. As input, our algorithm takes a three-dimensional model (e.g., in STL format) and produces a tool path in which the printer can move in all three dimensions so as to reduce extrusionless travel. Our algorithm utilizes the same toolpath segmentation as existing methods (i.e., layers consisting of paths), but utilizes a notion of local dependencies between parts of the model to ensure that printing and movement in three dimensions produces the target model and is collision-free. To our knowledge, this is the first such approach to be applied to FFF toolpath generation. We believe our approach presents a new approach to toolpath generation that can optimally leverage tool geometry to reduce fabrication time. Our algorithm is simple. In testing it requires an order of magnitude less time than slicing, and works with compact geometric approximations of the print head and carriage. Over a large benchmark of 409 models, we demonstrate an average of 34% reduction in the wasted motion of slicing-based toolpaths.

A. Related Work

Tool path generation for 3D printers derives from the computer numerical control (CNC) milling problem. Current path planning algorithms for 3D printers utilize the adaptive and nonadaptive iso-planar tool path generation techniques. Adaptive iso-planar tool path generation changes the layer height used to describe a model according to the surface complexity of the part thereby reducing total manufacturing time [7]. Various techniques for deciding layer height based on a geometric characterization of the part called adaptive slicing have been proposed [19], [20]. For a comprehensive review of slicing techniques we refer the reader to a review by Pandey et al. [16].

The (nonadaptive) iso-planar technique takes a model from a CAD application and slices it with parallel planes yielding a series of contours. These contours can then be approximated by a series of contact points which the print head must interpolate. Han et al. provide a useful characterization of speeding the additive manufacturing
Several techniques have been proposed to apply optimization procedures to tool paths to reduce the total “airtime” (i.e. extrusionless travel) needed to produce a part. Wah et al. provide a technique to limit the total tool path length within layers of a general layered manufacturing problem [23]. Castelino et al. [4] provide a traveling salesperson with precedence constraints characterization of CNC machining, and show good results in minimizing the airtime required to manufacture a part. Wojcik et al. provide a genetic algorithm to minimize the tool path length for 3D printers [24] by combining raster tool path segments together. Volpato et al. [22] provide two methods for reducing the total path length of a 3D printed part by combining printed regions according to optimization procedures. Each of these is similar to ours in that it attempts to reduce the extrusionless travel distance, but optimization is limited to considering the tool path in a single layer.

Other methods expedite the process by reducing the required amount of support volume [2]. Support structures are added in the tool path generation process to keep the output model from deviating from the original mesh. In many models, this support structure can drastically increase print time. Our algorithm assumes a constant support structure and could be used effectively with support structure reducing techniques. Jin et al. [10] provide a method for generating the infill structure that reduces the overall path length. Methods altering the infill structure to increase manufacturing efficiency are an important step in improving part strength and manufacturing time. Our approach does not change the input infill structure, and could be used efficiently in concert with methods like this. A method that decomposes a large input part into more easily manufacturable, thinner walled parts then packs them together to minimize the total volume of the part [21] has been recently developed. Again, this is an approach which would be effective in concert with ours.

Finally, methods called freeform 3D printing which use specialized hardware and materials to break the layer constraint [15] have seen success in many applications including large scale construction work [12]. Our methodology can be easily adapted to work with these methods as well.

II. OUR APPROACH

Since traditional FFF printing proceeds layer-by-layer, it is easy to see that the target object can always be printed correctly (subject to support and printer constraints). Since our approach diverges from traditional methods, we first define our notion of printability. A path is printable if all parts of the path have a proper support structure and if the print head will not intersect already printed parts of the model while traversing the path [18]. Our method proceeds by first computing toolpath segments in each layer as in traditional methods, and then combining these into a 3D-aware toolpath that attempts to minimize extrusionless travel. We achieve this by abstracting the tool path and imposing a set of geometric constraints based on a notion of local dependence (and thus, printability).

For a simple motivating example of our approach, consider the tool path made for four identical screws shown in Figure 1. This is a pathological example for layer-by-layer printing, since each layer incurs wasted motion, causing the extrusionless travel to scale as the volume of the bounding box of the model. For the model in Figure 1, extrusionless travel accounts for 55375.6mm of the total 317030.0mm of motion required to print the model, or about 18% of the total motion. This accounts for a significant portion of both the time and energy required during printing. We propose a method that can, with an appropriate printer geometry, significantly improve upon such examples. A favorable printer geometry is one which allows us to meaningfully abstract the print head with a small bounding box. Any print head that hangs below the extruder can be abstracted. For example, on the Prusa i3 printer we used to print the models in Figures 1 and 3 for testing, we can create a 7mm × 7mm × 7mm bounding box around the nozzle that hangs just below the rest of the extruder.

In our testing, the Prusa i3 extruder geometry admits substantial savings over a large benchmark of models from popular open source mesh websites. In the next
Algorithm 1 Imports and optimizes a tool path $F$

**Input:** A tool path $F$, a specified tolerance $\epsilon$, the radius of the extruder bounding box $r$, the height of the extruder bounding box $h$

**Output:** An optimized toolpath.

1: procedure $\text{OPTIMIZE}(F, \epsilon, r, h)$
2: $\text{segments} \leftarrow \text{PARSE}(F)$
3: $\text{segments} \leftarrow \text{REMOVEEXTRUSIONLESS}(\text{segments})$
4: $\text{layers} \leftarrow \text{CREATELAYERS}(\text{segments})$
5: $\text{islands} \leftarrow \emptyset$
6: for $i = 0, \ldots, \text{len}(\text{layers})$ do
7:     $\text{islands}[i] \leftarrow \text{CREATEISLANDS}(\text{layers}[i], \epsilon)$
8: end for
9: for $k = 0, \ldots, \text{len}(\text{islands}[0])$ do
10:     $\text{islands}[0][k] = \emptyset$
11: end for
12: for $i = 1, \ldots, \text{len}(\text{islands})$ do
13:     $L \leftarrow \text{islands}[i-1, \ldots, i-n]$
14:     for $k = 0, \ldots, \text{len}(\text{islands}[i])$ do
15:         $\text{islands}[i][k].D \leftarrow \text{CALCULATEDEPENDENCIES}(\text{islands}[i][k], L, r)$
16: end for
17: end for
18: for $i = 0, \ldots, \text{len}(\text{islands})$ do
19:     for $j = 0, \ldots, \text{len}(\text{islands}[i])$ do
20:         $\text{TOCONTINUOUSPATH}(\text{islands}[i][j])$
21: end for
22: end for
23: return $\text{BUFFEREDGREEDY}(\text{islands}, h)$
24: end procedure

**A. Parsing the path and preparing the data**

For clarity, we briefly describe how our algorithm represents the given set of motion segments in $F$. $\text{PARSE}$ converts the input path to a sequence of motion segments in the order that they occur in the path by combining the contact points in $F$.

**Definition 3.1:** A **motion segment** (segment) $l$ is a directed line segment specified by its three dimensional end points where $l.b$ marks the beginning of the motion and $l.e$ marks the end of the motion. A segment also stores a type variable type that is either $\text{print}$ or $\text{travel}$ where $\text{print}$ refers to printed motion and $\text{travel}$ refers to non-printed motion.

$\text{REMOVEEXTRUSIONLESS}$ iterates through the given sequence and removes all segments with the type $\text{travel}$. $\text{CREATELAYERS}$ aggregates the raw sequence of printed motions into a sequence of layers.

**Definition 3.2:** A **layer** $L$ is a sequence of motion segments $l_i$ with $l_i.b.z = l_i.e.z = l_j.b.z = l_j.e.z \forall i, j \in L$.

We assume the layers in the sequence layers in Algorithm 1 are in ascending order of their $z$ values.

**B. Aggregating layers into islands**

Islands are sets of motions in a single layer which are contained by a closed outer path. Figure 2 shows an example of four islands in a layer. All parts that feature closed walls can be conveniently decomposed into islands. This concept is used in the path generation algorithms of both CuraEngine [6] and Slic3r [17]. In order to decompose a layer into islands, our algorithm first decomposes the layer into a sequence of continuous printed paths.

**Definition 3.3:** A sequence of motion segments $P = p_1, p_2, \ldots, p_n$ is **continuous** if for each $p_i, p_j \in P$ $\text{DIST}(p_i, p_j)$ is less than $\epsilon$ for $i = j - 1$, where $\text{DIST}(p_i, p_j)$ measures the Euclidean distance between the end point of $p_i$ and the starting point of $p_j$. A continuous sequence of motion segments is referred to hereafter as a path.

A sequence of paths from the original sequence of motion segments in the layer is created via a linear scan, breaking the original sequence at places where the segments are far enough apart. Paths are labeled as either **closed** or **open** as follows.

**Definition 3.4:** A path $P = p_1, p_2, \ldots, p_n$ is labeled as **closed** if $\text{DIST}(p_n, p_1)$ is less than $\epsilon$, otherwise $P$ is said to be **open**.

As seen in Figure 2, an island can be understood as a closed outer path that contains several open or closed inner paths where the solid walls of the model form the
outermost path. Islands are a simplistic hierarchical sort of the type developed by Choi et al. [5]. The following definition provides more rigorous characterization.

**Definition 3.5:** An island $I$ is a non-continuous set of paths with a single outer path and zero or more open or closed inner paths. The outer path contains all of the inner paths and is contained by no other path in the layer. Inner paths may contain other paths but must be contained by the outer path. Open paths may be the outer path of an island only in the case that they are contained by no other path.

A path $p_1$ contains another path $p_2$ if $p_1$ is closed and $p_2$ occurs entirely inside of $p_1$. That is, if all points of $p_2$ are inside of $p_1$. We assume that the paths do not cross, so if $p_2$ is contained in $p_1$, $p_2$ does not cross $p_1$. So, in order to test if $p_1$ contains $p_2$, we may simply verify whether $p_2[0].b$ is contained in $p_1$ via the winding number method [1]. The winding number method is a point in polygon algorithm that works in linear time for arbitrary polygons. This method operates by calculating how many times a polygon winds around a given point. If the polygon winds around the point a nonzero number of times, the point is contained in the polygon.

**CREATEISLANDS** operates by selecting a candidate outer path $o$ for an island and scanning through the list of paths in the layer searching for paths that it contains and adding those incrementally to an island, removing them from the input list as they are encountered. If a path that contains $o$ is found, that path becomes the candidate outer, and the iteration begins again. A special case where a layer contains no closed paths is handled by creating a single island from the layer. This occurs in “raft” layers created by the path generator.

In the worst case each path $p_i$ is neither contained by nor contains another path. In such a case, the procedure must check each path remaining in the list for each iteration. If we assume that testing whether a path contains another takes at most some constant time $C$, this procedure runs in $O(n^2)$ time where $n$ is the number of paths in the layer.

C. Calculating the dependencies of islands

Now that the layers have been divided into sequences of islands, the post-processor must impose physical constraints on the order in which the islands are printed. These constraints ensure the integrity of the output model. Specifically, they ensure that while the print head is following all of the paths in an island it will not collide with another island, and that when an island is printed, it will be resting on all islands that are a part of its support structure. It is assumed that the support structure of an island is adequate in the input model. These constraints are realized by storing a set of dependencies $D$ in each island object that must be printed before the island in question can be printed.

The print head is modeled by an axis aligned rectangular volume that fully contains the region identified by the user as the collision region $C$. Filament is extruded from the middle of the bottom face of this rectangular volume. $C$ has side length equal to $2r$ and height $h$. For example, on the Prusa i3 fitted with a Greg’s Extruder [8] used for our physical tests, this region has a radius of 7mm and a height of 7mm. For this setup, the collision region is defined by the nozzle.

Ideally, when calculating the dependencies of island $i$, $C$ is swept along the outer path of each island $j$ to generate $j_c$ in the layers $l_j$ preceding $i$ within the height of $C$. $i$ is then dependent on all $j_c \in l_j$ which it intersects. To make calculation simpler and speed implementation, an expanded axis aligned box which contains $j_c$ is calculated and tested for intersection instead. This expanded box is obtained by moving the corners of the box a distance of $r$ in the $x$ and $y$ axes.

**Definition 3.6:** An island $i$ in a layer at height $z_i$ is **dependent** on another island $j$ at height $z_j$ if the expanded axis aligned bounding box of $j$ intersects the axis aligned bounding box of $i$ and $z_i - h \leq z_j < z_i$.

**CALCULATEDEPENDENCIES** populates the dependency set of each island according to Definition 3.6. The inputs to this procedure are an island $I$ which is to have its dependency list populated, a sequence of the islands in the layers before $I$, $L$, and the radius of the print head $r$. For each island $i$ in $L$, the algorithm checks whether the bounding box of $I$ intersects the bounding box of $i$.

**CALCULATEDEPENDENCIES** runs in time linear in the number of islands in $L$ if we assume that the length of the outer path of each is bounded by some constant $C$. 

![Fig. 2. An example of four islands in a set of machine instructions.](image-url)
Algorithm 2 Applies a greedy heuristic over a series of buffers to generate a new continuous path.

Input: A sequence of layers $L$, the height $h$ of $C$.
Output: A continuous, ordered list of segments $r$.

1. procedure BUFFEREDGREEDY($L$, $h$)
2.   $\text{printed} \leftarrow [0, 0, \ldots, 0]$ 
    $\text{> len(printed)} =$
    \#islands
3.   $r \leftarrow \varnothing$; $\text{bufmin} \leftarrow L[0][0][0]; Z \leftarrow 0$
4.   $\text{islandBuf} \leftarrow \varnothing$
5.   for $\text{current} = L[0] \ldots L[\text{len}(L) - 1]$ do
6.     $Z \leftarrow \text{current}[0][0].z$
7.     if $|Z - \text{bufmin}| \geq h$ then
8.       $\text{bufmin} \leftarrow Z$
9.       $l \leftarrow \text{GREEDY(islandBuf)}$
10.      $r.add(\text{SPAN}(r[len(r) - 1], l[0])); r.add(l)$
11.     $\text{islandBuf} \leftarrow \varnothing$
12.   end if
13.   if $\text{current}$ is the last element in $L$ then
14.     $\text{islandBuf}.\text{add}(<\text{current})$
15.     $l \leftarrow \text{GREEDY(islandBuf)}$
16.     $r.add(\text{SPAN}(r[len(r) - 1], l[0])); r.add(l)$
17.     break
18.   else
19.     $\text{islandBuf}.\text{add}(\text{current})$
20. end if
21. end for
22. return $r$
23. end procedure

D. Combining the islands into the final path

After dependencies are calculated, islands may be combined into a final continuous path containing both extrusionless travel and printed motions. First, the printed paths in each island must be connected into a single path by extrusionless travel. TOCONTINUOUSPATH converts an island to a continuous path by starting with the outer path and greedily connecting the rest of the paths in the island with extrusionless travel. After this procedure has been invoked, an island may be treated as a sequence of motion segments. These island-paths are then greedily combined into a single path using BUFFEREDGREEDY (Algorithm 2).

1) The buffered optimization approach: As we discussed previously, we must operate on the input model in a manner that accounts for the print head. That is, we consider chunks of height $h$, ensuring that the bounding box of the print head, $C$, is a meaningful abstraction. Above $C$ there is no guarantee that parts of the printer do not fully sweep a layer while printing an island. Additionally, there may be parts of the printer outside of $C$ that cannot be easily abstracted to simple geometric representation. For example, the nozzle of the print head extends about $7\text{mm}$ below the rest of the print head and carriage in the Prusai3 test printer with Greg’s extruder, and can be easily bounded whereas the rest of the carriage and print head cannot be easily bounded.

E. Ensuring collisionless inter-island travel

The input for BUFFEREDGREEDY is a sequence of sequences of island objects in which iterating over the outer sequence represents iterating over the layers of the model and the inner sequences are the islands in the appropriate layer. Here $L[0]$ is the first layer of the model, $L[0][0]$ is the first island in the first layer of the model, and $L[0][0][0]$ is the first motion segment in the first layer of the first island. Remember that the layers are ordered by $z$ value, ascending. The outer portion of BUFFEREDGREEDY chunks the model into a series of smaller layer sequences and sends them through the inner GREEDY procedure. It is GREEDY that actually combines the islands into a single path and returns the path. So, BUFFEREDGREEDY divides the model into chunks and adds the connected paths from GREEDY onto its output list. GREEDY operates by connecting each island with its nearest possible neighbor. Each time an island is selected, it is marked as printed in the printed array. An island is possible if all of the islands in its dependency set are marked as printed. SPAN is used to connect islands together using extrusionless travel. It is discussed in the next subsection.

Fig. 3. (a) The path from Figure 1 after the optimization process. Blue lines are extrusionless travel. Red is printed motion. (b) Two of the screws that result from printing this path.
paths. However these algorithms are not particularly fast, so to reduce the computation to reasonable levels in our implementation we simplify the task of routing between islands by converting it into a two dimensional problem. When routing between two islands, motions within the height of the current chunk purely in upward the $z$-axis are guaranteed not to cause collisions by the dependency constraints discussed earlier. In addition, islands at the current level of the print head cannot cause collisions with lateral motions because the extruder sits just above the level that it is currently printing at. We may simplify a 3D motion through a given chunk by moving the print head to the $z$-value of the higher of the two islands in question. All islands that are already printed above the higher island will be candidates for collision detection. We compress the set of bounding boxes of the already printed islands into two dimensions and then perform a union operation over all boxes in the plane. This yields a set of disjoint polygons suitable for constructing a visibility graph. We construct a visibility graph in this environment and query it to get our collisionless path. We note that this path is not necessarily the shortest possible path, since it might actually be beneficial for the print head to travel much further in the $z$ direction for a reduced overall path.

In our current implementation, the construction of the visibility graph dominates the run time of our algorithm because a new visibility graph must be generated for each island. The construction of a visibility graph with a standard implementation takes $O(n^2 \log n)$ time where $n$ is the number of vertices of the input polygons. Each island is approximated by a bounding box which has a constant number of vertices, so to run the SPAN procedure for each island costs $O(n^3 \log n)$ time where $n$ is the number of islands. We discuss potential optimizations around this particular step in Section V.

This concludes the description of our algorithm. In the next Section, we present the results of our algorithm as compared to the Slic3r tool path generator for 3D printers.

IV. Results

As a concrete example of our algorithm, we printed the model of four screws shown in Figure 1 after optimizing the path using our algorithm; the result is shown in Figure 3. With our method applied, we achieve a savings of about 30m of wasted motion. On our test printer, a RepRap Prusa i3, this translated to a total print time that was over an hour faster. As expected, printer geometry dictates the possible improvement; we can see in Figure 3 that printing in the $z$-direction is limited by $h$, the height of the bounding box of the print head.

For a more comprehensive evaluation, we constructed a benchmark set of 409 models of varying geometry taken from popular mesh sharing websites. Our benchmark set consists of models that have a wide variety of complexities in terms of the total distance traveled by the print head (65mm–9.6km), number of faces (36–2.9M), number of islands (2–35K) and the number of layers (2–2.7K). We provide a table of the full dataset along with individual complexity measures and various performance measurements for each model as a supplement to this manuscript.

To test such a large set of models, we made use of a simulator. The simulator was configured to read a tool path represented in the NIST RS274NGC G-code standard [11], compatible with the Marlin firmware [13]. The abstracted tool path could then be operated on and rendered back into a G-code representation and analyzed. We ran the simulator for each of the 409 models, using parameters appropriate for our test printer. As mentioned previously, the height of the bounding box of the print head was set to 7mm as was the radius.

To measure performance, we considered the overall reduction in extrusionless travel distance along with the overall time taken by our current implementation. Figure 4 provides a summary of the performance of our algorithm on our benchmark. The extrusionless travel in our models produced by a standard slicing-based toolpath (obtained with Slic3r) spans five orders of magnitude (Figure 4(a)), has a mean of 70m. Our primary figure of merit to characterize the overall improvement afforded by our algorithm is the percentage reduction of extrusionless travel. Figure 4(b) shows significant overall improvement on nearly all models. The mean and median percentage reductions in extrusionless travel was around 34% over all models. As is evident from the boxplot, our algorithm achieves over a 20% reduction in travel over three quarters of the benchmark. We did notice that our algorithm did not achieve significant reductions in a small fraction of cases. For example, about 30 models achieve an improvement of 5% or less. Importantly, we also saw an increase in the extrusionless travel in 20 models; 10 of these models had more than 5% greater extrusionless travel than before optimization. The worst two models increase extrusionless travel by 25% and 27% respectively. To understand the poor performance on these models, we examined the generated toolpaths and found two primary reasons for the increased extrusionless travel. First, when creating islands from motion segments, our algorithm does not optimize the placement of starting and endpoint points of the island. This is done by existing slicing methods, and
usually makes use of a traveling salesperson heuristic. We did not implement a sophisticated heuristic for this step and thus incur a significant increase in extrusionless travel in some cases. We tested a simple simulated annealing approach to solve this issue and found it is able to achieve a positive reduction in travel in all but three of the worst-performing models. In the two models with largest increase in extrusionless travel, we observed a spatial organization of the model that causes poor performance. In examining the toolpaths created by these three models, we observed that our implementation successively chose a poor visitation order of islands on a given layer. This choice leads to a large penalty when there are many islands that are spatially distant (e.g., as in a ring of cylinders). This issue occurs infrequently and is addressable with further optimization.

To evaluate running time, we ran Slic3r and our implementation on a consumer-grade desktop for all models. The time taken by our algorithm is negligible in all but a few cases (see Figure 4(c)). Typically our algorithm takes on the order of seconds; the median runtime was 3.8 seconds. It is important to note that although our algorithm can be considered a standalone approach, our implementation takes the output of a slicing engine as input (so that islands do not have be computed). Thus the times given in Figure 4(c) are not meant to be head-to-head comparison. Instead we view the time reported as a reasonable upper bound on the additional overhead for our approach. In comparison to slicing, which has a median runtime of 38 seconds, the additional cost of our algorithm is on average just a few seconds. In cases with a relatively large running time, profiling showed that the construction of the visibility graph and computation of shortest path distances becomes costly in certain instances. That is, we must update the visibility graph and shortest paths after each greedy choice. This can be time consuming when the current topmost layer of islands is large. This aspect of the performance could be improved with a more efficient data structure and/or update scheme for the visibility graph.

A. Discussion

Overall, our approach provides a substantial reduction in extrusionless travel in the vast majority of models that we tested. It is important to note that since our method takes a fraction of the time required by slicing, cases in which extrusionless travel is actually increased can simply be eliminated by examining the output of our algorithm to judge whether there is an improvement. In cases where there is a minor improvement, issues such as part quality can also be considered in choosing a toolpath.

As shown empirically, our current algorithm can in some cases increase the amount of extrusionless travel. A natural question is to ask whether a 3D-aware method can achieve as much or less extrusionless travel than an optimal slicing-based method? This type of bound is an open question but it is possible to construct an illustrative example that shows that always printing independent elements is suboptimal. The high-level idea is that a 2D layer-by-layer approach can be ideal when it is possible to use an element of the model that divides two other elements as a mode of transportation between the two. If a 3D aware method is limited to printing spatially independent components in their entirety, then we can construct a worst-case input as follows. Let A and B be cubes with a small side length, and let D be a cube with very large side length positioned between
A and B such that it is touching neither A nor B. With this conformation, we may choose a print head radius so that A, B, and D are mutually independent.

In the worst case, the starting and ending points of islands in D can be arranged to facilitate the traditional approach by allowing printed travel through D between A and B. In this case we need only use extrusionless travel to move from D to a smaller cube and to move up layers. We need only pay for the side length of D once – to move vertically up D between layers. With any ordering chosen by a 3D-aware method, the side length of D must be paid for twice – once to move up between layers, and once to move either between A and B or from D to A or B. We may choose the size of D relative to A and B to get arbitrarily bad outputs.

In practice, we find that realistically-sized examples are hard to put into conditions as dire as this pathological example due to the required proportions. Nevertheless this example provides some guidance as to how one may pursue a guaranteed reduction in extrusionless travel as compared to slicing. In particular, this example shows that independence between print segments is necessary but not sufficient. An additional notion of spatial separation is needed, and within appropriate regions must be able to balance the penalty of extrusionless travel with gains made in printing in three dimensions.

V. CONCLUSION

In this paper we have presented a novel, 3D-aware approach to toolpath planning for fused filament fabrication. Our algorithm makes use of printer geometry to model dependencies between local features in order to create a toolpath that attempts to minimize extrusionless travel. Existing slicing methods cannot take advantage of the possible savings in time, which we have shown is 34% on average. Our algorithm is relatively simple in its approach, but opens up a number of interesting questions about toolpath planning in three dimensions. We are currently exploring improved methods for 3D aware planning. In particular we have taken inspiration from the cases in which our current method actually increases extrusionless travel. These cases demonstrate that while our greedy method works well in the vast majority of inputs, there is still improvement to be gained by improving the modeling of spatial separation in local features of the input model.
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